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# Week 2 - Comparison Operators

In python we can compare two or more values, the result is always either TRUE or FALSE.

isGt = 5 > 4

Here, 5 is biggest number than 4, in these situations we use greater than symbol (>) to indicate it. So, here the output is True, because 5 is greater than 4 is satisfying or technically it is correct.

In python we use another symbols too, i.e.

* > (greater than)
* < (less than)
* >= (greater than or equal to)
* <= (less than or equal to)
* == (equal to)
* != (not equal to)

Below I mentioned some examples i.e.

isGte = 5 >= 5 or 100 >= 20 # true

isEquals = 5 == 5 # true

isNotEquals = 5 != 4 # true

isLt = 22 < 222 # true

isLte = 555 <= 678 # true

here all the conditions are satisfying so it became TRUE, otherwise it will be FALSE.

## Logical Operators

Logical operators in python helps to do comparisons, conditional statements, and standard algorithms.

In python contains three logical operators:

1. AND – In and operator, if the both operands are True then the outcome will be True, otherwise it will be False.
2. OR – In or operator, at least one operand is True then the outcome will be True, otherwise it will be False.
3. NOT – In not operator, if the operand is True then the outcome will be False, otherwise it will be True.

**If – conditionals**

It is used to check a condition whether it is True.

For example:

age = 19

isAdult = age >= 18 and age <= 70

if isAdult:

    print("I'm adult")

else:

    print("I'm not adult")

Here, the condition is, if the value is greater than or equato 18 and it is less than or equal to 70 then the condition will be satisfy and we will get the condition satisfying outcome, Otherwise we can get the other outcome.

Here the outcome is

I'm adult

**If – else conditionals**

This condition used to execute both True and False part of given condition. If the condition is Tue then If part is executed and the condition is False then else part is executed.

**Example**

wind\_speed = 8

if wind\_speed < 10:

    print("It is a calm day")

else:

    print("It's a windy day")

Here the wind speed is 8, so the given condition is not satisfying with if condition so the else part is executed.

**Output**

It is a calm day

**If – elif – else conditionals**

In some cases if – else conditions will not satisfy with given condition to solve this there is another condition it is elif.

**Code example**

grade = 44

if grade < 50:

    print("You failed")

elif grade < 60:

    print("You passed just above the passing marks")

elif grade < 70:

    print("Your marks are good")

else:

    print("Your marks are excellent. You done well in exams.")

Here at the first condition is given, for execute this it is necessary to go throw more than two conditions. In these situations we use elif

**Output**

You failed

Here, it will go through all conditions untill the given condition is satisfy.

**Task Summary**

Here we have to create two variables, **temperature1** and **temperature2**, and assign different values to them. Use an **if** statement to check if the temperatures are equal and print a corresponding message. Use an **else** statement to print a message if the temperatures are not equal. Run the code and see if your statement has been built correctly.

temp1= 10

temp2 = 20

if temp1 > temp2:

    print("temp 1 is hotter than temp2")

else:

    print("temp2 is hotter than temp1")

print("\nTernary operator")

print("temp 1 is hotter than temp2") if temp1 > temp2 else print("temp2 is hotter than temp2")

Here we assign and stored two values as temp1 and temp2 so we can see that 20 is biggest value than10. Here temp1 assigned as 10 and temp2 is assigned as 20 so if the temp1 is greater than temp2 then output should be like temp 1 is hotter than temp2 otherwise the output is temp2 is hotter than temp1. Here we can see that temp2 si bigger so the output is given below

temp2 is hotter than temp1

## Python lists

In Python, a list is a mutable or changeable ordered sequence of elements. The elements or values contained within a list are known as items. Lists List, just like strings are specification of characters you put between quotes, is a way of working with data lined up in different square brackets [ ].

**Create a list**

Creating list is same as creating variable and assigning values in it.

**Code Example**

cities = ["London", "Glasgow", "Edinburgh", "Manchester", "Liverpool", "Birmingham"]

print(cities)

**Output**

['London', 'Glasgow', 'Edinburgh', 'Manchester', 'Liverpool', 'Birmingham']

**Accessing a list**

We can access specific items within a list or the whole list too according to need it is called accessing list

**Code Example**

print(cities[3])

**Output**

Manchester

**Modifying list**

we can modify list by assigning new values, it is given below

string\_list[0] = "pear"

**Code Example**

cities[2] = "Bangalore"

**Output**

Modified 2nd idx:

In addition to this, we can add items to list

**Code Example**

cities.append("Tumkur")

**Output**

Added one more city

**Task Summary**

Write Python code to create a list named **colours** containing the names of three colours as strings. Print the entire list.Access the second element of the **colours** list and print it. Modify the first element of the list to a new colour of your choice. Print the modified list. Check and print the length of the **colours** list using the **len()** method. This is similar to using the similar to using the **type()** method from before. Use a conditional to check if "red" is in the **colours** list. If yes, print that “Red is in the list”. Use slicing to create a new list named **selected\_colours** containing the second and third elements from the **colours** list. Print the **selected\_colours** list.

**Example Code**

colours = ["orange", "white", "green"]

print(colours)

colours.append("blue")

print("2nd element: " + colours[1])

colours[0] = "red"

print(colours)

print(f"Length of the colours list is {len(colours)}")

print("Red is in the list") if "red" in colours else print("Red is not in the list")

selectedColours = colours[:2]

print("Selected colours: " + str(selectedColours))

Here created a list with 3 colors and added another color blue(modified the list). Accessed the length of list and selected 2 colors in the list.

**Output**

['orange', 'white', 'green']

2nd element: white

['red', 'white', 'green', 'blue']

Length of the colours list is 4

Red is in the list

Selected colours: ['red', 'white']

## Python loops

Python loop means it is repeating again and again until the given condition is satisfied

There are different types of loop in python.

### While loop

This is a type of loop, it continuously execute code util the given condition is True.

Example code

print("While Loops")

i = 0

while i < 5:

    print(i)

    i += 1

Here the code is for count 5 numbers

**Output**

While Loops

0

1

2

3

4

### For loop

For loop is iterate over a sequence(like a list, string or range) and execute a set of code several times.

Example code

print(“For Loops”)

for city in [“Delhi”, “London”, “Bangalore”, “Tumkur”]:

    print(city)

print(“For Loops with Range”)

for i in range(1, 5):

    print(i)

print(“Breaks”)

for i in range(1, 5):

    if i == 3:

        break

Here we listed some cities using For loop with number but after 4 we use break for stop it otherwise it will continuously run. So if we want to stop before execute the code we can use Break.

**Output**

For Loops

Delhi

London

Bangalore

Tumkur

For Loops with Range

1

2

3

4

Breaks

**Task Summary**

Create a list called **numbers** which contains the integers from 1 to 10.

Use a **for** loop to iterate through the list and only print the *even* numbers. (Hint: use the modulo % operator)

**Sum of Squares**

Create a variable **sum\_of\_squares** and initialize it to 0.

Use a **for** loop to iterate through the numbers from 1 to 5 (inclusive) using the **range()** function. Add the square of each number to **sum\_of\_squares.** Print the final value of **sum\_of\_squares**. (Hint: if you do it correctly, the result should be 55)

**Countdown:**

Create a variable **countdown** and initialize it to 10. Use a **while** loop to print a countdown from the value of **countdown** to 1. After the countdown, print "Liftoff!"

**Example Code**

print("Even numbers")

for i in range(1, 9):

    if i % 2 == 0:

        print(f"{i} is even")

sumOfSquares = 0

for i in range(1, 6):

    sumOfSquares += (i \* i)

print(f"Sum of squares {sumOfSquares}")

countdown = 10

while countdown > 0:

    countdown -= 1

print("Liftoff")

**Output**

For Loops with Range

1

2

3

4

Breaks

1

2

Even numbers

2 is even

4 is even

6 is even

8 is even

Sum of squares 55

Lift off

Here, the first part is for printing even numbers between 1 to 8,i is indicates numbers, if the i is divisible by 2 then the condition is satisfy hence the even number will print. Then the second part is for print the sum of the squares of numbers from 1to 5, i is number i\*I is for calculating sum of squares of number(i). Then the coming part is for using countdown from 10 to 1. If the while countdown > 0 then it runs as the value of countdown is greater than 0.once the countdown reach 0 then then the loop will stop and push a message Lift off.

## Task Temperature converter

The user should be able to enter a value in degrees Celsius and your converter should convert this to Fahrenheit and Kelvin.

**As an extra task**, (if you are finished before the class is over or want to practice a bit more Python) you should allow the user of the program to enter what temperature they want to convert (C, K or F) and then print out the conversions. Use conditionals for this.

**Example Code**

temp = input("Please enter the temperature in celcius to convert to kelvin and farenheit")

if not temp.isdecimal():

    print("Please enter a valid number")

else:

    temp = int(temp)

    fh = (temp \* 1.8) + 32

    kv = temp + 273.15

    print(f"Temperature: {temp} celcius")

    print(f"Temperature: {fh} farenheit")

    print(f"Temperature: {kv} kelvin")

Here, The program asks the user to input a temperature in Celsius. It verifies if the input is a valid number. If the input is valid, it converts the temperature to Fahrenheit and Kelvin and shows the results. If the input is invalid, it prompts the user to enter a valid number.

**Output**

Temperature: 30 celcius

Temperature: 86.0 farenheit

Temperature: 303.15 kelvin

## Summary

In week 2 we went through some python concepts. They are

* Comparison operators: It is used to check the two or more values, the sub divisions are AND, OR and NOT operators. They are used according to different condition.
* Logical operators: it is used to combine multiple conditions for more complex tasks.
* Conditional statements: these statements are used to control the flow of program based on their conditions. If, elif, else are the types of conditional statements.
* Lists: it is used for storing ordered collections of items. Lists can be modify and access.
* Loops: it is used to automate repeating tasks and it process productively.

# Week 3 - Python Functions, Scope and Errors

In week 3 exercise, we learnt about create and use functions and variable scope as well as error fixing in python.

**Functions:**

Python functions are reusable blocks of code that perform a specific task. They are defined with the def keyword, can take inputs (arguments), and may return outputs.

**Scope:**

Python scope determines the visibility and lifespan of variables within different parts of the code. Variables can exist in local, enclosing, global, or built-in scopes, impacting where they can be accessed or modified.

**Error:**

Python errors are issues that arise when code encounters invalid operations, leading to exceptions or syntax errors.

## Example code for Functions:

#Greet Friends

def greet\_user(first\_name , last\_name , university = "UWS" ):

print(f"Hello {first\_name} {last\_name} from  {university}")

greet\_user("Aman" , "Misra" , "UWS London")

**Output**

Hello Aman Misra from UWS London

def greet\_friends(friends):

for name in friends:

print(f"Hello {name}")

friends\_list = ["Aman" , "Sreeraj" , "Prajwal"]

greet\_friends(friends\_list)

**Output**

Hello Aman

Hello Sreeraj

Hello Prajwal

The **greet\_user** function is a simple yet effective way to generate customizable greeting messages. Its use of default parameters and string formatting makes it versatile and user-friendly.

**def greet\_user(first\_name, last\_name, university="UWS"):** Declares a function with three parameters, where university has a default value of "UWS".

def add(num1 , num2):

return num1 + num2

def multiply(num1 , num2):

return num1 \* num2

print(add(3 , 5))

print(multiply(1 , 5))

Here , add: A function to perform addition of two numbers ,

multiply: A function to perform multiplication of two numbers.

Both functions are designed to return the results of their operations. These results can be used immediately or stored for later use.

In Python, the **return** keyword is used within a function to send a value back to the calling context. Here’s how the **return** keyword is used in the given code.

# Tax Calculation

def calculate\_tax(income , tax\_rate):

tax\_amount = income \* tax\_rate

return tax\_amount

total\_money = calculate\_tax(50000 , 0.2)

print(total\_money)

In this code ,the function **calculate\_tax** takes two parameters: **income** and **tax\_rate**.

**tax\_rate**: Represents the tax rate as a decimal (e.g., 20% is 0.2)

**income**: Represents the amount of money on which tax is calculated.

The result of the calculation is sent back to the calling context using the **return** statement.

The returned value **(tax\_amount)** is stored in the variable **total\_money**.

The **calculate\_tax** program demonstrates effective use of functions, return values, and arithmetic operations.

## Variable Scope

def new\_function():

my\_new\_variable = 5

new\_function() # call the function. No problems here.

print(my\_new\_variable) # this will cause an error

Here,the provided Python code defines a function **new\_function** that declares a variable **my\_new\_variable** and assigns it a value of 5. After calling the function, there is an attempt to print the value of **my\_new\_variable.**

Variables in Python have a specific scope (the context in which they are accessible)

Variables defined inside a function (local variables) are accessible only within the function.

## Function Execution

When the function **new\_function** is called, the variable **my\_new\_variable** is created in the local scope of the function and is discarded once the function exits.

## Error Explanation

The attempt to access **my\_new\_variable** outside the function results in a **NameError**, as the variable is not defined in the global scope.

my\_new\_variable = 0

def new\_function():

my\_new\_variable = 5

new\_function()

print(my\_new\_variable)

The provided Python code defines a variable **my\_new\_variable** in the global scope, assigns it an initial value of 0, and then defines a function **new\_function** that declares a new variable with the same name **(my\_new\_variable)** and assigns it a value of 5. The function is called, and the program attempts to print the value of **my\_new\_variable**.

**Code Execution Analysis**

1. **my\_new\_variable = 0:**
   * A **global variable** named my\_new\_variable is initialized with the value 0.
2. **def new\_function(): my\_new\_variable = 5:**
   * Inside the function new\_function, a **local variable** **my\_new\_variable** is created and assigned the value 5.
   * This variable is local to the function and does not affect the global **my\_new\_variable**.
3. **new\_function():**
   * When the function is called, the local **my\_new\_variable** is assigned 5 but is discarded as soon as the function ends.
4. **print(my\_new\_variable):**
   * The global variable **my\_new\_variable** remains unchanged and retains its original value of 0.

## Optional: Assertions and Errors

# Error fixing

# pritn("Hello, World!") # error in pritn

print("Hello, World!")

# number1 = "5"

number1 = 5

number2 = 3

result = number1 + number2

print(f"The sum is {result}")

fruits = ["apple", "banana", "cherry"]

# print(fruits[3]) -> index out of bounds

print(fruits[2])

time = 11

if time < 12:

#print("Good morning!")  # no indentation/tab space

print("Good morning!")

### Code Overview

The provided code initially contains several errors, both syntactical and logical. These errors have been fixed to ensure the code runs without issues. Here's the corrected version.

**Explanation of the Fixes**

1. **Error in pritn("Hello, World!")**:
   * Issue: The function name was misspelled as pritn instead of print.
   * Fix: Changed pritn to print.
2. **Type Mismatch in Addition**:
   * Issue: number1 was a string ("5"), and adding it to an integer (number2) caused a TypeError.
   * Fix: Changed number1 to an integer (5) to ensure compatibility during addition.
3. **Index Out of Bounds in print(fruits[3])**:
   * Issue: The fruits list has only three elements (index 0, 1, and 2), but the code attempted to access index 3, leading to an IndexError.
   * Fix: Changed the index to 2, which is valid and retrieves the last element of the list.
4. **Indentation Error in if Statement**:
   * Issue: The print statement under the if condition was not indented correctly, causing a SyntaxError.
   * Fix: Indented the print("Good morning!") statement properly under the if block.

In this code, the **print()** function is used to display the message **"Hello, World!"** on the screen.

Two variables, **number1** and **number2**, are assigned the values **5** and **3** respectively.

These numbers are added together, and the result **(8)** is stored in the variable result.

The **print()** function is used again to display the message "The sum is 8", where **{result}** is replaced by the value stored in result **(which is 8).**

The fruits list contains three items: **"apple",** **"banana",** and "**cherry".**

The **print()** function is used to display the third item in the list **(fruits[2]),** which is **"cherry".**

The variable time is set to **11.**

An if statement checks if time is less than **12**. Since **11** is less than **12**, it prints **"Good morning!".**

## Summary

Week 3 introduced essential programming concepts like functions, variable scope, and error handling. These skills form the foundation for writing clean, organized, and reliable Python code, setting the stage for tackling more advanced challenges.

# Week 4 - Classes and Objects

In Python, classes and objects are fundamental concepts used to implement object-oriented programming. A class serves as a blueprint for creating objects, which are instances of that class. Here’s a breakdown of each concept with examples.

## 4.1 Class:

A class in Python is a blueprint that defines attributes (data) and methods (functions) that characterize a specific type of object. Think of a class as a template for something you want to create. For example, if you want to represent a "Dog," you’d create a `Dog` class with attributes like `name` and `breed`, and methods like `bark()`.

## 4.2 Object:

An object is an instance of a class. When you create an object, you are creating an individual instance of the class with unique attribute values. Each object is distinct but follows the blueprint defined by its class.

Example code for a Dog class and objects

class Dog:  
 # Constructor method to initialize attributes  
 def \_\_init\_\_(self, name, breed):  
 self.name = name # Attribute: name of the dog  
 self.breed = breed # Attribute: breed of the dog  
  
 # Method to make the dog bark  
 def bark(self):  
 return f"{self.name} says Woof"  
  
  
# Creating Objects:  
# Creating two Dog objects with different names and breeds  
dog1 = Dog("Buddy", "Golden Retriever")  
dog2 = Dog("Milo", "Beagle")  
  
# Accessing attributes and methods of each object  
print(dog1.name)  
print(dog2.breed)  
print(dog1.bark())  
print(dog2.bark())  
  
  
class Dog:  
 # Constructor method to initialize attributes  
 def \_\_init\_\_(self, name, breed):  
 self.name = name # Attribute: name of the dog  
 self.breed = breed # Attribute: breed of the dog  
  
 # Method to make the dog bark  
 def bark(self):  
 return f"{self.name} says Woof"  
  
  
# Creating Objects:  
# Creating two Dog objects with different names and breeds  
dog1 = Dog("Buddy", "Golden Retriever")  
dog2 = Dog("Milo", "Beagle")  
  
# Accessing attributes and methods of each object  
print(dog1.name)  
print(dog2.breed)  
print(dog1.bark())  
print(dog2.bark())

Output

Buddy  
Beagle  
Buddy says Woof!  
Milo says Woof!

Python by-default supports multiple inheritance. When a class is derived from more than one base class is called Multiple Inheritance. The derived class inherits all the features and properties that base class has.

Explanation:

- `Dog` is a class that defines the attributes `name` and `breed` and has a method `bark()`.

- `dog1` and `dog2` are objects (instances) of the `Dog` class.

- `dog1` has `name = "Buddy"` and `breed = "Golden Retriever"`.

- `dog2` has `name = "Milo"` and `breed = "Beagle"`.

- Both `dog1` and `dog2` use the `bark()` method, but their output differs based on their `name` attribute

Example code for Multiple Inheritance

Here is an example of a Python program that implements multiple inheritance using animal-related classes. This program includes a base class called Animal, derived classes such as Flying, Swimming, and Walking, and a hybrid class named Penguin that combines multiple behaviours

Another Example: Class and Object in Practice

class Animal:  
 *"""  
 The base class for all animals.  
  
 Attributes:  
 name (str): Name of the animal.  
 """* def \_\_init\_\_(self, name: str):  
 self.name = name  
  
 def breathe(self) -> str:  
 *"""Indicates that the animal is breathing."""* return f"{self.name} is breathing."  
  
  
class Flying:  
 *"""  
 A mixin class representing flying capability.  
 """* def fly(self) -> str:  
 *"""Indicates that the animal can fly."""* return f"{self.name} is flying high in the sky!"  
  
  
class Swimming:  
 *"""  
 A mixin class representing swimming capability.  
 """* def swim(self) -> str:  
 *"""Indicates that the animal can swim."""* return f"{self.name} is swimming in the water!"  
  
  
class Walking:  
 *"""  
 A mixin class representing walking capability.  
 """* def walk(self) -> str:  
 *"""Indicates that the animal can walk."""* return f"{self.name} is walking on land!"  
  
  
class Penguin(Animal, Swimming, Walking):  
 *"""  
 A specific animal class for penguins, inheriting from Animal, Swimming, and Walking.  
 """* def \_\_init\_\_(self, name: str):  
 super().\_\_init\_\_(name)  
  
 def who\_am\_i(self) -> str:  
 *"""Returns a description of the penguin."""* return f"I am {self.name}, a penguin! I can swim and walk but cannot fly."  
  
  
# Example Usage  
if \_\_name\_\_ == "\_\_main\_\_":  
 peng = Penguin("Peng")  
 print(peng.breathe())  
 print(peng.swim())  
 print(peng.walk())  
 print(peng.who\_am\_i())

Output

Peng is breathing.  
Peng is swimming in the water!  
Peng is walking on land!  
I am Peng, a penguin! I can swim and walk but cannot fly.

## 4.3 Classes Overview

1. **Animal**:
   * Base class for all animals.
   * Contains the breathe method to indicate the animal's breathing behavior.
   * Attributes:
     + name (str): The name of the animal.
2. **Flying**:
   * Mixin class representing the ability to fly.
   * Contains the fly method to indicate flying behavior.
   * Assumes the name attribute exists (provided by another parent class).
3. **Swimming**:
   * Mixin class representing the ability to swim.
   * Contains the swim method to indicate swimming behavior.
   * Assumes the name attribute exists (provided by another parent class).
4. **Walking**:
   * Mixin class representing the ability to walk.
   * Contains the walk method to indicate walking behavior.
   * Assumes the name attribute exists (provided by another parent class).
5. **Penguin**:
   * Combines functionality from Animal, Swimming, and Walking.
   * Contains the who\_am\_i method to describe the penguin's unique features.
   * Overrides the \_\_init\_\_ method to initialize the animal's name.

## 4.4 Summary

Key Features of Object-Oriented Programming

1. Encapsulation: Combining data and methods within a class to protect the integrity of the data.

2. Abstraction: Concealing complex implementation details from the user to simplify interaction.

3. Inheritance: Allowing a class to inherit properties and behaviors from another class, promoting code reuse.

4. Polymorphism: Enabling methods to behave differently based on the object that calls them.

## 4.5 Portfolio 1 and 2 Solution
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**Main()**

view\_options(): This function displays a menu of options for interacting with the task management program.

propagate\_task\_list(task\_list: TaskList) -> TaskList: This function populates the TaskList with a set of sample tasks for testing or demonstration purposes.

main(): This is the primary function that runs the task management application. It initializes a TaskList, populates it with sample tasks, and presents the user with options to manage tasks interactively.

Docstrings: Each function has a docstring that describes its purpose, parameters, and return types, providing a clear guide for understanding and modifying the code.

Type Hints: Type hints like -> None and -> TaskList specify expected return types for each function, improving readability and helping with debugging.

**Task**

Explanation of Methods

* \_\_init\_\_: Initializes a Task object with a title, due date, and description. The date\_created attribute is set to the current date and time when the task is created, and completed is initially set to False.
* change\_description: Allows modification of the task's description.
* mark\_completed: Marks the task as completed by setting the completed attribute to True.
* change\_title: Allows changing the title of the task.
* \_\_str\_\_: Provides a formatted string representation of the task’s key attributes, including title, creation date, due date, completion status, and description.

**Tasklist**

Explanation of Methods

* \_\_init\_\_: Initializes the TaskList for a specified owner and sets up an empty tasks list to hold individual tasks.
* add\_task: Adds a Task object to the tasks list.
* remove\_task: Removes a task at the specified index x. If the index is invalid (either too low or too high), an error message is printed.
* view\_tasks: Displays the list of tasks along with their indexes. Each task is printed in the format defined by the \_\_str\_\_ method of the Task class, which helps provide detailed task information.

Below is the screenshot of implementing description, change\_description() and view\_overdue\_tasks() methods in the portrfolio project.

import datetime  
  
  
class Task:  
 #  
  
 def \_\_init\_\_(self, title: str, date\_due: datetime.datetime, description: str):  
 self.title = title  
 self.completed = False  
 self.date\_due = date\_due  
 self.date\_created = datetime.datetime.now()  
 self.description = description  
  
 def change\_date\_due(self, date\_due: str):  
 self.date\_due = date\_due  
  
 def change\_description(self, change\_description: str):  
 self.description = change\_description  
  
 def mark\_completed(self):  
  
 self.completed = True  
  
 def change\_title(self, new\_title: str):  
 self.title = new\_title  
  
 def \_\_str\_\_(self):  
  
 # status = "Completed" if self.completed else "Not Completed"  
 if self.completed:  
 status = "Completed"  
 else:  
 status = "Not Completed"  
  
 return (f"{self.title} (created: {self.date\_created}, due: {self.date\_due}, completed: {self.completed},"  
 f"description:{self.description}")

Overdue task

tasklist.py

from task import Task  
import datetime  
  
  
class TaskList:  
  
 def \_\_init\_\_(self, owner):  
  
 self.title = None  
 self.owner = owner  
 # self.tasks = []  
 self.tasks = []  
  
 def add\_task(self, task: Task):  
 self.tasks.append(task)  
 # self.tasks.append(date\_created)  
  
 def remove\_task(self, x: int):  
 if 0 <= x <= len(self.tasks):  
 del self.tasks[x]  
 else:  
 print("Invalid index: Try again")  
  
 def view\_tasks(self):  
 for i, items in enumerate(self.tasks):  
 print(i, items)  
  
 def view\_overdue\_tasks(self):  
 new\_date = datetime.datetime.now()  
 overdue\_task = [task for task in self.tasks if task.date\_due < new\_date and not task.completed]  
 if overdue\_task:  
 print("This tasks are Over-due")  
 for i, items in enumerate(overdue\_task):  
 print(i, items)  
 else:  
 print("No over-due task available")

implementation in main.py

elif select\_task == "Change description":  
 try:  
 a = int(input("Which of the above tasks description do you want to change:"))  
 description = input("Type the new description:")  
 # change\_description = description  
 if 0 <= a < len(task\_list.tasks):  
 task\_list.tasks[a].change\_description(description)  
 else:  
 print("Index out of range")  
 except ValueError:  
 print("Invalid input. Please enter a number.")

elif choice == 6:  
 task\_list.view\_overdue\_tasks()

**Output**

C:\Users\FUJITSU\PycharmProjects\CompletePortfolio\venv\Scripts\python.exe "D:\UWS Course materials\OOP\Exercise\Lab4\_Portfolio2\main.py"   
1. Add a new task to the list.  
2. View the current tasks in the list.  
3. Remove a task from the list.  
4. Mark a task as completed or   
 Change due Date or Change description).  
5. Change the title of a task.  
6. Task Overdue.  
7. Quit and exit the program.  
Please make a selection from (1-6): 4  
0 Buy groceries (created: 2024-11-20 15:40:24.187931, due: 2024-11-16 15:40:24.187931, completed: False,description:Buy groceries  
1 Do laundry (created: 2024-11-20 15:40:24.187931, due: 2024-11-22 15:40:24.187931, completed: False,description:Do laundry  
2 Clean room (created: 2024-11-20 15:40:24.187931, due: 2024-11-19 15:40:24.187931, completed: False,description:Clean room  
3 Do homework (created: 2024-11-20 15:40:24.187931, due: 2024-11-23 15:40:24.187931, completed: False,description:Do homework  
4 Walk dog (created: 2024-11-20 15:40:24.187931, due: 2024-11-25 15:40:24.187931, completed: False,description:Walk dog  
5 Do dishes (created: 2024-11-20 15:40:24.187931, due: 2024-11-26 15:40:24.187931, completed: False,description:Do dishes  
Select a task to perform (Complete a task/ Change due Date/Change description)?: Change description  
Which of the above tasks description do you want to change:1  
Type the new description:Do Laundry every saturday  
1. Add a new task to the list.  
2. View the current tasks in the list.  
3. Remove a task from the list.  
4. Mark a task as completed or   
 Change due Date or Change description).  
5. Change the title of a task.  
6. Task Overdue.  
7. Quit and exit the program.  
Please make a selection from (1-6): 2  
0 Buy groceries (created: 2024-11-20 15:40:24.187931, due: 2024-11-16 15:40:24.187931, completed: False,description:Buy groceries  
1 Do laundry (created: 2024-11-20 15:40:24.187931, due: 2024-11-22 15:40:24.187931, completed: False,description:Do Laundry every saturday  
2 Clean room (created: 2024-11-20 15:40:24.187931, due: 2024-11-19 15:40:24.187931, completed: False,description:Clean room  
3 Do homework (created: 2024-11-20 15:40:24.187931, due: 2024-11-23 15:40:24.187931, completed: False,description:Do homework  
4 Walk dog (created: 2024-11-20 15:40:24.187931, due: 2024-11-25 15:40:24.187931, completed: False,description:Walk dog  
5 Do dishes (created: 2024-11-20 15:40:24.187931, due: 2024-11-26 15:40:24.187931, completed: False,description:Do dishes  
1. Add a new task to the list.  
2. View the current tasks in the list.  
3. Remove a task from the list.  
4. Mark a task as completed or   
 Change due Date or Change description).  
5. Change the title of a task.  
6. Task Overdue.  
7. Quit and exit the program.  
Please make a selection from (1-6): 6  
This tasks are Over-due  
0 Buy groceries (created: 2024-11-20 15:40:24.187931, due: 2024-11-16 15:40:24.187931, completed: False,description:Buy groceries  
1 Clean room (created: 2024-11-20 15:40:24.187931, due: 2024-11-19 15:40:24.187931, completed: False,description:Clean room  
1. Add a new task to the list.  
2. View the current tasks in the list.  
3. Remove a task from the list.  
4. Mark a task as completed or   
 Change due Date or Change description).  
5. Change the title of a task.  
6. Task Overdue.  
7. Quit and exit the program.  
Please make a selection from (1-6):

In the output above, the description for the first task “Do laundry was Do laundry”

After option 4 was selected the system asked about the task to be performed. “Change description was selected from the options” and the system asked again which task’s description to be changed.

Task 1 do laundry was selected and the descripton was changed from “Do laundry” to ” Do Laundry every saturday ”

Task option 6 also retrieved all overdue tasks.

# Week 5 – Inheritance & Polymorphism

In week 5, we learnt about Object-Oriented-Programming’s main pillar Inheritance and Polymorphism.

## Inheritance:

A mechanism that allows a class to inherit properties and behaviours from another (parent) class. It is a fundamental concept of OOP to reuse the functionalities which already exist and modify the behaviour according to needs. Python natively supports Multiple Inheritance with doesn’t exist in most of the languages.

## Polymorphism:

Polymorphism means having different signatures with same name for different inputs/outputs. Here in python polymorphism doesn’t support like in other languages such as Java & C#, but it can take any type of parameters as input and returns any type of value.

## Example code for Inheritance

# Base class

class Vehicle:

    def \_\_init\_\_(self, colour: str, weight: int, max\_speed: int, max\_range: int | None = None, seats: int | None = None):

        self.colour = colour

        self.weight = weight

        self.max\_speed = max\_speed

        self.max\_range = max\_range

        self.seats = seats

    def move(self, speed: int):

        print(f"The vehicle is moving at {speed} km/h")

    def get\_total\_seats(self):

        if self.seats != None:

            return self.seats

        return 0

# Child class. Car is inherited by Vehicle

class Car(Vehicle):

    def \_\_init\_\_(self, colour: str, weight: int, max\_speed: int, car\_type: str, max\_range = None, seats = None):

        super().\_\_init\_\_(colour, weight, max\_speed, max\_range, seats) # parent class constructor

        self.seats = seats

    def move(self, speed: int):

        print(f"The car is driving at {speed} km/h")

electric\_car = Electric("yellow", 1200, 180, "Sedan", 1500, max\_range=330, seats=4)

electric\_car.move(95)

petrol\_car = Petrol("green", 1800, 270, "SUV", 45, max\_range=845, seats=4)

petrol\_car.move(220)

print(f"Total fuel capacity {petrol\_car.fuel\_capacity} ltrs")

print(f"Total seats of petrol car is {petrol\_car.get\_total\_seats()}")

Here we have 2 Classes **Vehicle** and **Car**, Vehicle is a base class which acts as a starting point for other classes like Car. Car is inherited from Vehicle class and has all the properties that base class contains. When initializing the Car class, it is important to call the base class constructor, so that properties will get initialized. In the example code, the move() function is overridden with custom code to match with the class, this is how we’re able to use inheritance.

Output
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# Multiple Inheritance

Python by-default supports multiple inheritance. When a class is derived from more than one base class is called Multiple Inheritance. The derived class inherits all the features and properties that base class has.

## Example Picture for Multiple Inheritance

![](data:image/png;base64,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)

In the above picture, Aquatic class has swim function and Reptile class has walk class. The Frog class inherits both Aquatic and Reptile classes, so that Frog can do both swim and walk.

## Example code for Multiple Inheritance

class Aquatic:

    def \_\_init\_\_(self, name: str, fins: int):

        self.name = name

        self.fins = fins

        self.type = "Aquatic"

    def swim(self):

        print(f"{self.name} is swimming under water with {self.fins} fins")

class Reptile:

    def \_\_init\_\_(self, name: str, limbs: int):

        self.name = name

        self.limbs = limbs

    def walk(self):

        print(f"{self.name} is walking on the ground with {self.limbs} legs")

# Frog inherited both aquatic and reptile

class Frog(Aquatic, Reptile):

    def \_\_init\_\_(self):

        # calling Aquatic class constructor

        # calling Reptile class constructor

        # passing name as frog

        Aquatic.\_\_init\_\_(self, "Frog", 2)

        Reptile.\_\_init\_\_(self, "Frog", 4)

    def jump(self):

        print(f"{self.name} is jumping on the ground with {self.limbs} limbs")

frog1 = Frog()

frog1.swim() # this method is from Aquatic class

frog1.walk() # this method is from Reptile class

frog1.jump() # this method is from Frog class

The above code is written according to the picture of multiple inheritance. The Frog class inherits both Aquatic and Reptile class, so that it inherits both swim and walk functions, but for Frog clas it also has jump function.

Output
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# Polymorphism

Polymorphism means many forms, The same function but different signatures used for different types. The main difference is the data types and number of arguments used in the function.

## Types of polymorphic function

1. User-Defined: We define our own custom functions according to the requirement.
2. Pre-Defined: Already defined in the interpreter, we’re just using it.

**Example code for User-Defined function**

def Addition(a, b):

    # check if the parameter is int or float

    if (type(a) == float or type(a) == int) and (type(b) == float or type(b) == int):

        return a + b

    # check if the parameter is string and then convert it to float

    elif type(a) == str and type(b) == str and a.isdigit() and b.isdigit():

        return float(a) + float(b)

    # if we don't get required type, returns -1 as an invalid parameter

    else:

        return -1

# user defined functions

print("\n\nUser defined functions")

print("Addition of 2 string numbers: ", Addition(1, 2))

print("Addition of 2 string numbers: ", Addition("10", "20"))

The Addition function takes 2 arguments as input and returns float or integer depending on the input. It can accept integer, float and string as arguments, It will check what kind of arguments are passed to the function the will make a decision based on the input, and decide which action need to take. If the input parameters are int or float, the 1st if statement will satisfy and return the result. If the input is in string type, then it will convert into float variable and return the result. If it gets any invalid type like lists, bool or dictionary, it directly returns -1 as the output showing error.

**Output**
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**Example code for Pre-Defined function**

# pre-defined functions

print("Pre-Defined functions") # takes single argument

print("Hello", 1234, False) # takes multiple argument with different types

# type() function takes many type of arguments

print("Type", type(123))

print("Type", type("abc"))

print("Type", type(True))

There are a lot of Pre-Defined functions defined by inside python interpreter. For ex. Print, type functions take any type as input and print something to the screen. Print function takes multiple arguments as input and those can be any type from int, float, bool, string or even lists and dictionary.

**Output**
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**Kwargs**

A special syntax used to pass named arguments to a function, then function will receive them as a dictionary. It is useful where you want to pass arguments to a function like some kind of settings or options.

**Syntax**

def kwargs\_syntax(\*\*kwargs):

    print(kwargs)

**Example Code**

def multiple\_args(\*\*kwargs):

    print("Type of \*\*kwargs", type(kwargs))

    print(kwargs)

multiple\_args(name="Prajwal", age=24)

**Output**
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**Args**

An another special syntax same as kwargs but it is passed to function as a list of elements. But like kwargs we don’t need to pass named arguments, but just with comma separated.

**Syntax**

def args\_syntax(\*args):

    print(args)

**Example Code**

def sum\_numbers(\*args):

    sum = 0

    for num in args:

        sum += num

    return sum

print("Sum:", sum\_numbers(1, 2, 3, 4))

**Output**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA/cAAAAkCAYAAADMxMrTAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAQhSURBVHhe7d2/S1ddHAfw4wMRZIMUIYLy1TEybGlo0jUQFwcDh/g29Qc01OLgUkODtdSkSAY6tEjQ5uogQqGjkNAQEUFDNNTQw+d07/P4+6ks/Z6H1wu+fL/3cy/ee93e95zzuW2NRuNbAgAAAIr1V/UNAAAAFEq4BwAAgMIJ9wAAAFA44R4AAAAKJ9wDAABA4YR7AAAAKJxwDwAAAIUT7gEAAKBwwj0AAAAUTrgHAACAwgn3AAAAUDjhHgAAAArX1mg0vlW/9zQwMJBu3bqVTp06VVVSev36da6V6vbt2+ny5cvp8+fP6f79++nVq1fVnn/tvO+vX7+mubm59Pz587wNAAAAreLAkfvh4eF0586d9O7duzQ6OvrPZ21tLQfk0ly/fj09e/YsnTx5Mr1//76q7rbXfb98+TI1m838NwAAAKCVHBjuh4aG8oj1kydPqsp3s7Oz6d69e9VWGSKwDw4OpsnJyTQ9PV1V9xb3/fHjx/TgwYOqktLTp0/zA4ErV66knp6eqgoAAADHb99wHwH29OnT1dbBIjjPz8/vGs2vR8rr0e6YAh+fuh4PDSJwP378OG/Hvp3iOmJ//P04z6+K6fQ3btzYcwr+VjEdv7OzM21ubqY3b95U1ZTOnDmT2tvbU0dHRz4GAAAAWsW+4T6CbQTcWHMea89/V6Dt6+vLo98PHz7M2xH04zyLi4upu7t7V4CP80agPnHiROrv76+qf86lS5fyPb99+7aqfH94Ef+D1dXVvH327Nn8DQAAAK3gwGn5MfV+ZWUlh92JiYlto/CHsby8nKe9hy9fvuQp7yEC/M7gHCPtcWwsD1hfX6+qRyeC/djYWFpYWEgbGxu51tXVlb8BAACgFRwY7kME/GgoFyE/jIyMHCrkR4f6aE5X+/Tp07bp7zvFvps3b6Zr164deaf6rcFel3wAAABa1X+G+1od8mdmZvIo+tWrVw+1Br7V9fb27hvst07ZBwAAgOP2w+G+FkE3Rt73mkL/f/Dhw4f88OL8+fO7gn295j+OAQAAgFbx0+H+Z1y8eLH69et+V7f8H1Wv8Y/P1s76cR0xmr+zDgAAAMdt33AfXeojVO/skh8BOzrKxzvfl5aWcq0OxBF+63fAx2vtojP+YR11t/xY4x+j9XHO8fHxqpry76jFvoN6BAAAAMBR2zfcR2B/9OhRfgVcNNCrP81mM7148SI3uatDbnzHsfEe+KmpqXxcqNfnH0b94OCw3fLrGQBxbXGN586d2/YWgNhXP5iIAD83N5cfYtT3feHChXT37t1t0/QBAACgFbQ1Go1v1W8AAACgQH90zT0AAADw5wn3AAAAUDjhHgAAAAon3AMAAEDhhHsAAAAonHAPAAAAhRPuAQAAoHDCPQAAABROuAcAAIDCCfcAAABQtJT+Bi3Md/2GydD9AAAAAElFTkSuQmCC)

**Generics**

Python doesn't support overloading, but it has support for generics which is like duck typing where an object is expected to have the same property or method (with same signature), even though the classes are different from each other.

**Example Code**

class Dog:

    def make\_sound(self):

        print("Dog is barking")

class Cat:

    def make\_sound(self):

        print("Cat is meowing")

class Wolf:

    def make\_sound(self):

        print("Wolf is howling")

# here all the objects have the same method

objects = [Dog(), Cat(), Wolf()]

for obj in objects:

    obj.make\_sound() # even though the objects are different

**Output**
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## Learning Outcome

In week 5, we covered two main things in Object-Oriented Programming: Inheritance and Polymorphism.

**Inheritance**

Inheritance allows one class (a child) to use and build on the properties and methods of another class (a parent). This makes it easy to reuse code. For example, a Car class can inherit from a Vehicle class, sharing common attributes like colour or speed but adding its own unique features.

Python also supports **multiple inheritance**, allowing a class to inherit from more than one parent. For instance, a Frog class can inherit from both Aquatic (to swim) and Reptile (to walk), letting it do both.

**Polymorphism**

Polymorphism means using the same method name for different types of data. For example, Python’s print() function works with strings, numbers, and even lists. Though Python doesn't have traditional method overloading (like Java or C#), it allows functions to handle different types of inputs, making them versatile.

**\*args and \*\*kwargs**

Python has special ways to handle multiple arguments in functions:

* \*args collects multiple unnamed arguments as a list.
* \*\*kwargs collects named arguments as a dictionary.

These make functions flexible, allowing for a variety of inputs.

**Generics**

Python doesn’t have strict function overloading, but it allows different objects to have the same method name. For example, classes Dog, Cat, and Wolf might each have a make\_sound() method. When called, each will act according to its own class, even if the objects are grouped together in a list.

In short, we learned how to use inheritance for code reuse, polymorphism for flexibility, and special syntax to make functions adaptable.

## Summary

In Week 5, we went through two key ideas in Object-Oriented Programming: **Inheritance** and **Polymorphism**.

* **Inheritance** is like giving one class the ability to "inherit" features from another, so it can reuse and expand on them. For example, if we have a Vehicle class, a Car class can inherit from it to get all the basics while adding its own details. Python also allows a class to inherit from more than one parent, which isn’t common in many other languages.
* **Polymorphism** lets us use methods with the same name in different ways, depending on the input or class type. This helps make our code more adaptable and user-friendly. We explored how Python handles functions flexibly, even without the typical overloading found in languages like Java or C#.

# Bank System – A Mini Project

This code is a small project for the coursework that simulates a basic banking system. It includes classes to handle accounts, deposits, withdrawals, and manage different types of accounts within a bank. The code can be found in the “***bank-project/”*** folder, run the main.py file using the command python main.py. It is a command-line application, user need to select the options provided and the application will instruct the user based on the choice that the user chooses.

## Explanation of the Code:

1. **Account Class**:

* This is a base class representing a general bank account.
* It has attributes like *balance* (the account balance), *account\_number* (unique identifier for the account), *name*, and *phone*.
* The deposit method adds money to the balance, while the withdraw method deducts money. *get\_total\_balance* simply returns the current balance.

1. **Savings Account Class**:

* This class inherits from Account and represents a savings account with an *account\_type* set to ***"savings"***.
* It has an additional attribute, *interest\_rate*, and redefines deposit to add interest on each deposit by multiplying the balance by the interest rate.

1. **Current Account Class**:

* This also inherits from Account and represents a current account with an *account\_type* set to ***"current"***.

1. **Bank Class**:

* This class represents the bank itself, with attributes for the *bank\_name*, *branch*, and a *list* of all accounts.
* *add\_account* adds a new account to the bank and assigns a unique account number.
* *remove\_account* removes an account based on its number.
* *withdraw\_money* and *deposit\_money* allow the bank to perform withdrawals and deposits for specific accounts.
* *list\_accounts* shows all accounts in the bank.
* *get\_balance* and *get\_account* let you check the balance or retrieve details of a specific account by its number.

In this bank account system project, we applied core Object-Oriented Programming (OOP) concepts:

1. **Classes and Objects**:

* Defined classes like Account, SavingsAccount, CurrentAccount, and Bank.
* Created objects to represent individual bank accounts and the bank itself, containing related data and behavior.

1. **Inheritance**:

* SavingsAccount and CurrentAccount inherit from the Account class, allowing them to reuse and extend its functionality.

1. **Polymorphism**:

* The deposit method is overridden in the SavingsAccount class to add interest, which shows polymorphism by changing the behavior of a method in a child class.
* This allows the same method name (deposit) to work differently depending on the object.

These Object-Oriented principles make the code more organized, reusable and easy to understand, providing a backbone for bank system. This project helps us understand OOP Concepts like inheritance and encapsulation.

# Week 6 & 7 – Programming paradigms

Programming paradigms define various styles of programming used to solve problems. Below is an explanation of Procedural Programming, Functional Programming, and Object-Oriented Programming (OOP).

## Procedural Programming

**Overview**

Procedural programming is a programming paradigm that revolves around procedures, also known as functions or routines. This approach divides the program into smaller, manageable parts (functions) that can be called as needed. It emphasizes a step-by-step method for performing tasks. Typically, data and functions are treated separately.

**Characteristics**

* Follows a top-down approach.
* Simple to implement for small programs.
* Functions can be reused, which helps reduce code duplication.
* Data is not bound to functions, meaning it is not encapsulated.

**Example: Procedural Approach**

def cal\_efficiency(distance: float, fuel\_used: float) -> float:  
 *"""Calculate the fuel efficiency of a vehicle (km per liter)."""* return distance / fuel\_used  
  
  
def show\_vehicle\_efficiency(vehicle: str, efficient: float):  
 *"""Display vehicle fuel efficiency."""* print(f"The fuel efficiency of {vehicle} is {efficient:.2f} km/l.")  
  
  
# Main program  
if \_\_name\_\_ == "\_\_main\_\_":  
 vehicle\_name = "Toyota Corolla"  
 distance\_traveled = 500 # in kilometers  
 fuel\_consumed = 25 # in liters  
  
 efficiency = cal\_efficiency(distance\_traveled, fuel\_consumed)  
 show\_vehicle\_efficiency(vehicle\_name, efficiency)

**Output**

"D:\UWS Course materials\OOP\Exercise\Fixed\_deposite\_system\Procedural.py"   
  
The fuel efficiency of Toyota Corolla is 20.00 km/l.  
  
Process finished with exit code 0

**Information to Note**

The program divides concerns into smaller functions. Data, including the vehicle name, distance, and fuel, is explicitly passed to these functions.

**Advantages of Procedural Programming**

* Simple to learn and implement.
* Code is easier to debug.

**Disadvantages**

* Difficult to manage for larger programs.
* Lacks encapsulation (no data hiding).
* Prone to errors when modifying shared data.

## Functional Programming

**Overview**

Functional programming emphasizes functions as the fundamental building blocks of software development. It relies on immutable data and pure functions—functions that do not have side effects. This programming paradigm utilizes concepts such as higher-order functions, along with operations like map, filter, reduce, and recursion. It encourages a declarative style, where the focus is on defining what needs to be done rather than detailing how to perform the tasks.

**Characteristics**

In functional programming, functions are treated as first-class citizens, meaning they can be passed as arguments, returned from other functions, and assigned to variables. This approach avoids changing the state of data and promotes the use of immutable data structures. The emphasis is placed on what the program should achieve rather than how to accomplish it.

**Example: Functional Approach**

# Example: Functional Programming  
  
from typing import List  
  
# Pure functions  
def is\_electric(vehicle: dict) -> bool:  
 *"""Check if a vehicle is electric."""* return vehicle["type"] == "electric"  
  
def average\_range(vehicles: List[dict]) -> float:  
 *"""Calculate the average range of a list of electric vehicles."""* total\_range = sum(vehicle["range"] for vehicle in vehicles)  
 return total\_range / len(vehicles) if vehicles else 0  
  
# Main program  
if \_\_name\_\_ == "\_\_main\_\_":  
 vehicles = [  
 {"name": "Tesla Model S", "type": "electric", "range": 600},  
 {"name": "Ford F-150", "type": "diesel", "range": 800},  
 {"name": "Nissan Leaf", "type": "electric", "range": 300},  
 ]  
  
 # Use filter to get only electric vehicles  
 electric\_vehicles = list(filter(is\_electric, vehicles))  
 avg\_range = average\_range(electric\_vehicles)  
  
 print("Electric Vehicles:", electric\_vehicles)  
 print(f"Average Range of Electric Vehicles: {avg\_range:.2f} km")

**Output**

"D:\UWS Course materials\OOP\Exercise\Fixed\_deposite\_system\Functional.py"   
Electric Vehicles: [{'name': 'Tesla Model S', 'type': 'electric', 'range': 600}, {'name': 'Nissan Leaf', 'type': 'electric', 'range': 300}]  
Average Range of Electric Vehicles: 450.00 km  
  
Process finished with exit code 0

**Information to Note**

Functions like `filter` and `map` operate in a declarative manner for computations. They emphasize what needs to be accomplished (such as filtering data and computing averages) without altering the original data.

**Advantages**

* Functions can be reused and tested independently.
* Minimizes bugs by avoiding side effects.
* Promotes writing concise and clear code.

**Disadvantages**

* It may be more challenging for beginners to grasp.
* Recursive calls can lead to performance issues, although tail-recursion optimizations are available.

## Object Oriented Programming

**Overview**

Object-Oriented Programming (OOP) organizes code into classes and objects. Classes serve as blueprints for creating objects, specific instances of these classes. OOP emphasizes four fundamental principles: encapsulation, inheritance, polymorphism, and abstraction.

**Characteristics**

OOP focuses on bundling data and behaviour together within objects. It promotes reusability and scalability of code and adheres to the DRY principle (Don't Repeat Yourself).

**Key Concepts**

* Encapsulation: This involves bundling the data and the methods that operate on the data within a class.
* Inheritance: This allows new classes to be derived from existing ones, enabling code reuse and extension.
* Polymorphism: This permits methods to behave differently depending on the object that calls them.
* Abstraction: This technique hides the implementation details of a class, exposing only the necessary features to the outside world.

**Example: OOP Approach**

# Example: Object-Oriented Programming  
  
class Vehicle:  
 *"""Base class for vehicles."""* def \_\_init\_\_(self, name: str, fuel\_capacity: float, fuel\_efficiency: float):  
 self.name = name  
 self.fuel\_capacity = fuel\_capacity # in liters  
 self.fuel\_efficiency = fuel\_efficiency # in km/l  
  
 @property  
 def max\_range(self) -> float:  
 *"""Calculate the maximum range of the vehicle."""* return self.fuel\_capacity \* self.fuel\_efficiency  
  
 def \_\_str\_\_(self) -> str:  
 return f"{self.name}: Max Range = {self.max\_range:.2f} km"  
  
class ElectricVehicle(Vehicle):  
 *"""Electric vehicle class inheriting from Vehicle."""* def \_\_init\_\_(self, name: str, battery\_capacity: float, efficiency: float):  
 super().\_\_init\_\_(name, fuel\_capacity=0, fuel\_efficiency=0)  
 self.battery\_capacity = battery\_capacity # in kWh  
 self.efficiency = efficiency # in km/kWh  
  
 @property  
 def max\_range(self) -> float:  
 *"""Override max\_range for electric vehicles."""* return self.battery\_capacity \* self.efficiency  
  
 def \_\_str\_\_(self) -> str:  
 return f"{self.name} (Electric): Max Range = {self.max\_range:.2f} km"  
  
# Main program  
if \_\_name\_\_ == "\_\_main\_\_":  
 car = Vehicle("Toyota Corolla", 50, 15) # 50L tank, 15 km/L  
 ev = ElectricVehicle("Tesla Model 3", 75, 6) # 75 kWh battery, 6 km/kWh  
  
 print(car)  
 print(ev)

**Output**

"D:\UWS Course materials\OOP\Exercise\Fixed\_deposite\_system\OOP.py"  
Toyota Corolla: Max Range = 750.00 km  
Tesla Model 3 (Electric): Max Range = 450.00 km  
  
Process finished with exit code 0

**Advantages**

* Modular and scalable: Code can be reused through inheritance and composition.
* Encapsulation improves data security.
* Polymorphism allows flexibility.

**Disadvantages**

* Can be overkill for small programs.
* Requires a good understanding of design principles.

Comparison Table:

|  |  |  |  |
| --- | --- | --- | --- |
| Feature | Procedural Programming | Functional Programming | Object-Oriented Programming |
| Focus | Functions and instructions | Pure functions and immutability | Classes and objects |
| State Management | Global variables | Immutable data | Encapsulated within objects |
| Reusability | Code reuse through functions | Function reuse | Inheritance and polymorphism |
| Key Concepts | Functions, top-down approach | Pure functions, recursion, higher-order | Encapsulation, inheritance, polymorphism |
| Use Case | Small scripts, basic tasks | Data transformation, scientific computing | Large, scalable systems |

## Summary of Programming Paradigms

**Procedural Programming**

This programming paradigm focuses on writing sequences of instructions or procedures to solve problems. Programs are divided into smaller, reusable functions, which makes them easier to follow and modify. It is ideal for simple tasks or smaller applications.

Example: Writing a program to calculate a vehicle's fuel efficiency using functions.

**Functional Programming**

Functional programming is based on mathematical functions and avoids changing states or using mutable data. It emphasizes what to do rather than how to do it by utilizing pure, immutability, and higher-order functions. This approach is commonly used for data transformations, artificial intelligence, and parallel processing.

Example: Filtering a list of electric vehicles and calculating their average range.

**Object-Oriented Programming (OOP)**

OOP models real-world entities using objects that encapsulate both data and behaviours. It encourages reusability through inheritance, promotes modularity via encapsulation, and offers flexibility through polymorphism. This paradigm is suitable for complex, scalable, and modular systems.

Example: Creating classes for vehicles and electric vehicles, each with specific properties and methods like maximum range.

**Key Differences**

* Procedural Programming emphasizes procedures and explicit instructions.
* Functional Programming relies on pure functions and immutable data.
* OOP combines data and behavior by modeling entities as objects in a modular structure.

Each programming paradigm has unique strengths and is suited for different types of tasks or applications.

## Portfolio Exercise Lab Week 6 (Implementing Persistence)
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import csv  
import datetime  
from task import Task, RecurringTask # Assuming Task and RecurringTask are defined in task.py  
  
  
class TaskCsvDAO:  
 def \_\_init\_\_(self, storage\_path: str) -> None:  
 self.storage\_path = storage\_path  
 self.fieldnames = [  
 "title", "type", "date\_due", "completed",  
 "interval", "completed\_dates", "date\_created", "description"  
 ]  
  
 def get\_all\_tasks(self) -> list[Task]:  
 task\_list = []  
 try:  
 with open(self.storage\_path, "r") as file:  
 reader = csv.DictReader(file)  
 for row in reader:  
 # Validate that row is a dictionary  
 if not isinstance(row, dict):  
 print(f"Skipping invalid row: {row}")  
 continue  
  
 # Ensure required fields are present  
 if not row.get("title") or not row.get("type") or not row.get("date\_due"):  
 print(f"Skipping invalid row: {row}")  
 continue  
  
 task\_type = row["type"]  
 title = row["title"]  
 description = row["description"]  
 try:  
 date\_due = datetime.datetime.strptime(row["date\_due"], "%Y-%m-%d")  
 date\_created = datetime.datetime.strptime(row["date\_created"], "%Y-%m-%d")  
 completed = row["completed"] == "True"  
 except (ValueError, KeyError):  
 print(f"Skipping invalid dates in row: {row}")  
 continue  
  
 completed\_dates = []  
 if row.get("completed\_dates"):  
 completed\_dates = [  
 datetime.datetime.strptime(date.strip(), "%Y-%m-%d")  
 for date in row["completed\_dates"].split(",") if date.strip()  
 ]  
  
 if task\_type == "Task":  
 task = Task(title, date\_due, description)  
 task.completed = completed  
 task.date\_created = date\_created  
 elif task\_type == "RecurringTask":  
 interval = datetime.timedelta(days=int(row["interval"].split()[0]))  
 task = RecurringTask(title, date\_due, description, interval)  
 # task = RecurringTask(title=title, date\_due=date\_due, description=description,  
 # interval=datetime.timedelta(days=interval))  
 task.completed\_dates = completed\_dates  
 task.completed = completed  
 task.date\_created = date\_created  
 else:  
 print(f"Unknown task type in row: {row}")  
 continue  
  
 task\_list.append(task)  
 except FileNotFoundError:  
 print("Task CSV file not found. Starting fresh.")  
 return task\_list  
  
 def save\_all\_tasks(self, tasks: list[Task]) -> None:  
 try:  
 with open(self.storage\_path, "w", newline="") as file:  
 writer = csv.DictWriter(file, fieldnames=self.fieldnames)  
 writer.writeheader()  
 for task in tasks:  
 try:  
 row = {  
 "title": task.title,  
 "type": "RecurringTask" if isinstance(task, RecurringTask) else "Task",  
 "date\_due": (  
 task.date\_due.strftime("%Y-%m-%d")  
 if isinstance(task.date\_due, datetime.datetime)  
 else task.date\_due  
 ),  
 "completed": task.completed,  
 "description": task.description,  
 "interval": str(task.interval.days) if isinstance(task, RecurringTask) else "",  
 "completed\_dates": ",".join(  
 date.strftime("%Y-%m-%d") for date in task.completed\_dates  
 ) if isinstance(task, RecurringTask) else "",  
 "date\_created": (  
 task.date\_created.strftime("%Y-%m-%d")  
 if isinstance(task.date\_created, datetime.datetime)  
 else task.date\_created  
 )  
 }  
 writer.writerow(row)  
 except Exception as e:  
 print(f"Error saving task: {task.title}, {e}")  
 print("Tasks saved successfully.")  
 except Exception as e:

print(f"Error saving tasks: {e}")

Below is the implementation of taskdao.py in main.py

elif choice == 7:  
 # Save tasks before exiting  
 task\_dao.save\_all\_tasks(task\_list.tasks)  
 print("System ends")  
 break

**Output**

C:\Users\FUJITSU\AppData\Local\Microsoft\WindowsApps\python3.11.exe C:\Users\FUJITSU\Desktop\Final\_Updated\_ToDo\_Project\main.py   
4 tasks loaded from CSV.  
----------MENU------------  
| 1. Add a new task to the list.  
| 2. View the completed and uncompleted tasks in the list.  
| 3. Remove a task from the list.  
| 4. Select a Task to perform   
 (Complete Task/ description/Change due date).  
| 5. Change the title of a task.  
| 6. View Task Overdue.  
| 7. Save and exit the program.  
--------------------------  
Please make a selection from (1-6): 1  
Select task Type(normal/recurring) task: normal  
Add your task please: Attend OOP Lectures  
Set the date (YYYY-mm-dd) :2024-11-22  
Write a description for this task (or press Enter to skip): OOP Demonstration is on Friday!!!  
----------MENU------------  
| 1. Add a new task to the list.  
| 2. View the completed and uncompleted tasks in the list.  
| 3. Remove a task from the list.  
| 4. Select a Task to perform   
 (Complete Task/ description/Change due date).  
| 5. Change the title of a task.  
| 6. View Task Overdue.  
| 7. Save and exit the program.  
--------------------------  
Please make a selection from (1-6): 2  
Select a task to view (completed / uncompleted)?: uncompleted  
Task list owner: Owner: Group4, Email: Group4@example.com  
1. Task-eating (created: 2024-11-19 00:00:00, due: 2024-11-19 00:00:00, Completed: False). always eating  
2. To the cinema - Recurring (created: 2024-11-19, due: 2024-11-28, completed dates: [2024-11-27], status: Not Completed, description: To watch the latest movie in town)  
3. Task-Swiming (created: 2024-11-19 00:00:00, due: 2024-11-25 00:00:00, Completed: False). I love to swim  
4. Task-Attend OOP Lectures (created: 2024-11-20 14:40:01.793828, due: 2024-11-22 00:00:00, Completed: False). OOP Demonstration is on Friday!!!  
----------MENU------------  
| 1. Add a new task to the list.  
| 2. View the completed and uncompleted tasks in the list.  
| 3. Remove a task from the list.  
| 4. Select a Task to perform   
 (Complete Task/ description/Change due date).  
| 5. Change the title of a task.  
| 6. View Task Overdue.  
| 7. Save and exit the program.  
--------------------------  
Please make a selection from (1-6): 7  
Tasks saved successfully.  
System ends  
  
Process finished with exit code 0

From the output above the system starts with 4 tasks loaded from the CSV file using the get\_all\_task() method before the fifth task was added.

The output below shows all the five tasks saved to the CSV file. It has four (4) uncompleted task and one (1) completed task.

C:\Users\FUJITSU\AppData\Local\Microsoft\WindowsApps\python3.11.exe C:\Users\FUJITSU\Desktop\Final\_Updated\_ToDo\_Project\main.py   
5 tasks loaded from CSV.  
----------MENU------------  
| 1. Add a new task to the list.  
| 2. View the completed and uncompleted tasks in the list.  
| 3. Remove a task from the list.  
| 4. Select a Task to perform   
 (Complete Task/ description/Change due date).  
| 5. Change the title of a task.  
| 6. View Task Overdue.  
| 7. Save and exit the program.  
--------------------------  
Please make a selection from (1-6): 2  
Select a task to view (completed / uncompleted)?: uncompleted  
Task list owner: Owner: Group4, Email: Group4@example.com  
1. Task-eating (created: 2024-11-19 00:00:00, due: 2024-11-19 00:00:00, Completed: False). always eating  
2. To the cinema - Recurring (created: 2024-11-19, due: 2024-11-28, completed dates: [2024-11-27], status: Not Completed, description: To watch the latest movie in town)  
3. Task-Swiming (created: 2024-11-19 00:00:00, due: 2024-11-25 00:00:00, Completed: False). I love to swim  
4. Task-Attend OOP Lectures (created: 2024-11-20 00:00:00, due: 2024-11-22 00:00:00, Completed: False). OOP Demonstration is on Friday!!!  
----------MENU------------  
| 1. Add a new task to the list.  
| 2. View the completed and uncompleted tasks in the list.  
| 3. Remove a task from the list.  
| 4. Select a Task to perform   
 (Complete Task/ description/Change due date).  
| 5. Change the title of a task.  
| 6. View Task Overdue.  
| 7. Save and exit the program.  
--------------------------  
Please make a selection from (1-6): 2  
Select a task to view (completed / uncompleted)?: completed  
Task list owner: Owner: Group4, Email: Group4@example.com  
1. Task-Bath (created: 2024-11-19 00:00:00, due: 2024-11-19 00:00:00, Completed: True). Bathing everyday  
----------MENU------------  
| 1. Add a new task to the list.  
| 2. View the completed and uncompleted tasks in the list.  
| 3. Remove a task from the list.  
| 4. Select a Task to perform   
 (Complete Task/ description/Change due date).  
| 5. Change the title of a task.  
| 6. View Task Overdue.  
| 7. Save and exit the program.  
--------------------------  
Please make a selection from (1-6):

# Week 8 – Data Structures & Abstract Classes

In week 8, we learnt about the Data Structures such as Lists, Dictionary, etc. and Abstract Classes.

## What is a Data Structure?

A Data Structure is a storage that is used to store and organize data. It is a way of arranging data on a computer so that it can be accessed and updated efficiently.

## Types of Data Structures

There are four different types.

### Lists

They are used to store multiple items in a single variable. A collection of values with same or different data types is stored in a variable is called a list.

**Example Code**

fruits = ["Apple", "Grapes", "Banana"]

Here, the ***fruits*** variable is a list of string contains names of fruits. The size of the list is 3, and we can get the size by using ***len(fruits)*** function passing fruits as the argument.

List supports operations such as adding, deleting, sorting, etc.

**Example Code**

fruits = ["Apple", "Grapes", "Banana"]

print(fruits)

fruits.append("Orange")

print(fruits)

fruits.remove("Grapes")

print(fruits)

print("Length of the fruits list is", len(fruits))

**Output**
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We also can use loops to iterate each elements one-by-one.

**Example Code**

cars = ["BMW", "AUDI", "MERCEDES", "FIAT"]

print("Normal for loop")

for car in cars:

    print(car)

print("\nFor loop with enumerate()")

for i, car in enumerate(cars):

    print(f"{i}) {car}")

**Output**
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We can access each element by using their index. In python indexes are 0-based which means everything inside a list starts with 0, which means accessing the 1st element will be fruits[0], the index should be put inside a square brackets after the variable name. In the output we can see that **BMW** starts with **0** index. Python also supports range indexing, which means we can select a set amount of elements by providing from and to index separated by colon ( : ), here to index is exclusive and from index is inclusive.

When we use range operator, it creates a new list and doesn’t modify the existing list, this is called **Immutability**. The same technique is applied for strings.

**Example Code**

# Range index

users = ["Prajwal", "Sreeraj", "Aman", "Ali", "Stephen"]

print("Names from 0 to 2", users[0:2])

# Modifying does not affect the original list

users[:4][0] = "Unknown"

# slicing the list to length of 4 from start

print("Names from to 4", users[:4])

# providing the -1 gives the last element.

print("Names in -1 and -3 is", users[-1], "and", users[-3])

**Output**
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### Nested Lists

It is a list but the elements inside it is also a list of elements. It is useful for storing matrix data, or 2-dimensional data such as pixel information of an image. The below image represents a 2D matrix.

**Picture of the Structure of 3x3 size Nested List**
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All the operations that are supported for the list are supported to nested list as well, because it is just a list containing a bunch of lists.

**Example Code**

# Nested Lists

matrix = [

    [1, 2, 3],

    [4, 5, 6],

    [7, 8, 9]

]

print("Matrix", matrix)

print("Value at 0th row, 2nd column in Matrix", matrix[0][2])

**Output**
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### Dictionary

A dictionary is used to store values in **key:value** pairs. It is a collection of elements, where each value is tagged with a unique key, which can be accessed by using a key. The key and value can be of any type, so there is no specific restriction. To create, we can use **{ }** or **dict()** function. The key value pairs are separated by colon ( **:** ), and after each pair, it is separated by comma ( **,** ) if we want multiple key-value pairs.

**Example Code**

country = {

    # KEY  :  VALUE

    "India": "New Delhi",

    "England": "London",

    "USA": "Washington DC",

    "Germany": "Berlin"

}

country1 = dict(India = "New Delhi", England = "London", USA = "Washington DC", Germany = "Berlin")

print("Dictionary using { }", country)

print("Dictionary using dict()", country1)

print("Are both Equal:", country == country1)

**Output**
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Dictionary supports all kinds of operations such as adding, modifying and deleting from the dictionary.

**Example Code**

cars = {

    "BMW": "M5",

    "Mercedes": "AMG",

    "Dodge": "challenger",

}

# Adding to a dictionary

cars["Lamborghini"] = "Aventador SVJ"

# Modify

cars["BMW"] = "M3 GTR"

# Deleting

del cars["Mercedes"]

print("Accessing an element inside dictionary: ", cars["Lamborghini"])

print(cars)

# Getting all the keys

print("Keys in cars dictionary", cars.keys())

# Getting all the values

print("Values in cars dictionary", cars.values())

Syntax for adding or modifying a dictionary is same, but for modifying, the key should be unique or it will create a new element in dictionary. **del** is a keyword used to remove key-value pairs from a dictionary. The syntax is simple, use the del keyword before accessing the element.

**Output**

**![](data:image/png;base64,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)**

Using Loops with dictionary is possible, same like lists we get key when looping.

**Example Code**

for brand in cars:

    print("Key is", brand, "and value is", cars[brand])

**Output**
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### Tuple

A way of storing multiple immutable values in a single variable. Immutability means once a value is created and set to a variable, one it can’t be changed or if we change it’ll create a new value and doesn’t modify the existing ones. Syntax for tuple is very simple, the values should be inside a parenthesis **( )** and separated by comma. Accessing a value inside is similar to list, just access it using their index. Tuple also supports destructuring which means values can be assigned to individual variables.

**Example Code**

toys = ("car", "doll", "scooter", "ball")

print("1st element", toys[0])

# Destructuring

car, doll, scooter, ball = toys

print(car, doll, scooter, ball)

Assigning a value to a tuple before destructuring throws error, but we can assign after destructuring.

**Example Code**

# assigning a value throws an error

toys[0] = "bike"

**Output**
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But we can assign after destructuring.

**Example Code**

print("Before Assigning", car)

car = "sedan"

print("After Assigning", car)

**Output**
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### Set

A set is an unordered collection of unique and immutable elements. It doesn’t allow duplicates and supports operations such as Union, Intersection and Difference etc.

**Example Code**

nums = {1, 2, 3, 4}

print(nums)

# Adding elements

nums.add(5)

print(nums)

**Output**
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There are a number of operations can be done to a set.

1. **Union**: Combines elements from 2 different sets and removes duplicates.

# Union operation

print("Union:", nums.union({4, 5, 6, 8, 11}))
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1. **Intersection**: Finds all the common elements between sets.

# Intersection operation

print("Intersection:", nums.intersection({2, 3}))
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1. Difference: Finds the difference between 2 different sets. Means removes the elements which are in 2nd set from 1st set.

# Difference operation

print("Difference:", nums.difference({4, 5, 6}))
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## Abstract Class

An abstract class is a class that cannot be instantiated, and is used for inheritance purposes. It acts as a template for other classes that inherit and must implement methods which are marked abstract. Abstract classes contains **@abstractmethod** decorator on top of the function definition and should inherit from **ABC** class which both can be imported from **abc** namespace.

**Example Code**

from abc import abstractmethod, ABC

class Animal(ABC):

    @abstractmethod

    def make\_sound(self):

        pass

    def sleep(self):

        print("Animal is sleeping")

class Cat(Animal):

    def make\_sound(self):

        print("Cat is meowing")

class Dog(Animal):

    def make\_sound(self):

        print("Dog is barking")

class Mouse(Animal):

    def make\_sound(self):

        print("Mouse is sqeeking")

spike: Animal = Dog()

spike.make\_sound()

tom: Animal = Cat()

tom.make\_sound()

jerry: Animal = Mouse()

jerry.make\_sound()

**Output**
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## Portfolio Exercise 5 – PriorityTask

We added a new PriorityTask class to the existing Task types, a new property called priority which contains only “*low”*, “*medium”* or “*high”* values.

**Example Code**

class PriorityTask(Task):

    def \_\_init\_\_(

        self, title: str, date\_due: datetime, priority="low", description: str = ""

    ):

        super().\_\_init\_\_(title, date\_due, description, "PriorityTask")

        self.priority = priority

    def \_\_str\_\_(self):

        status = "Completed" if self.completed else "Not Completed"

        return f"{self.title} - Priority - {self.priority} (created: {self.date\_created.strftime("%Y-%m-%d")}, status: {status})"

When creating the priority task, the system asks user to enter a priority value, if it is invalid we don’t create the task, but shows an error message. If everything goes well, we’ll create the priority task.

elif option1 == "priority":

    new\_task = input("Add your task please: ")

    create\_date = input("Set the date (YYYY-mm-dd) :").strip()

    describe = (input("Write a description for this task (or press Enter to skip): ")

                or "No description provided")

    priority = input("Enter the priority (low,medium,high): ")

    if not (priority in ["low", "medium", "high"]):

        print("Invalid priority. Please enter a valid priority")

        continue

    new\_date = datetime.datetime.strptime(create\_date, "%Y-%m-%d")

    task\_list.title = PriorityTask(new\_task, new\_date, priority, describe)

    task\_list.add\_task(task\_list.title)

**Output**
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## Learning Outcome

* Learned how to use different data structures to store and manipulate data efficiently.
* Explored operations on Lists, Dictionaries, Tuples, and Sets, along with their applications.
* Got a clear idea of how Abstract Classes act as templates, making sure child classes include the necessary methods.

## Summary

In Week 8, we explored into some of Python’s most useful features: Data Structures and Abstract Classes. These are the building blocks for storing, organizing, and working with data in efficient ways.

* Lists: Collections where you can add, remove, sort, and slice items easily. Great for working with groups of related data.
* Dictionaries: These store data in key-value pairs, making it easy to look things up or update them.
* Tuples: Useful when you need a fixed, unchangeable collection of items.
* Sets: Perfect for keeping unique items, with operations like finding common elements (intersection) or combining sets (union).
* Abstract Classes: Think of these as templates or blueprints, ensuring any class that inherits them includes the right methods.